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Abstract 
The problem of creating a timetable is a very difficult problem to solve, this is a problem belonging to the class 

of NP-complete. Nowadays, there are many algorithms to solve this problem, most of which are in the fields of 

artificial intelligence. The software products based on these algorithms, which are still at the level of 

supporting timetable scheduling tasks, still violate hard constraints such as one teacher teaching two classes at 

the same time, one classroom being assigned to two classes at the same time, or one class being scheduled to 

study two subjects at the same time  Therefore, the executor of scheduling job still has to check, adjust 

manually, which is very complicated and tiring. Test and Set algorithm is used for allocating shared resources 

among multiple processes in computer operating systems and has proven to satisfy the requirements of mutual 

exclusion and bounded waiting. In this paper, I investigate and extend the Test and Set algorithm to apply it in 

solving the credit-based learning timetable scheduling problem at universities without violating the basic hard 

constraints as noted above. The achieved result is a software program which allocates and organizes classroom 

and teacher schedules for independent classes rationally without resource conflicts, thus saving time and effort 

for timetable schedulers (not having to check, review, and readjust the arrangements). 
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I. Introduction 
The problem of creating a timetable is a very difficult problem to solve, this is a problem belonging to 

the class of NP-complete. Currently, there are many algorithms to solve this problem including genetic 

algorithm [1], [3], Tabu Search algorithm, Simulated Annealing algorithm (SA) [4], [5], Variable Neighborhood 

Search algorithm (VNS), Memetic algorithm, Particle Swarm Optimization algorithm (PSO) [6] and Bees 

Algorithm, Branch and Bound algorithm, Hill Climbing algorithm, Graph Coloring algorithm, Approximation 

algorithm slag,... These are difficult algorithms, still violating the hard constraints of the scheduling problems. 

Figure 1 [1] below illustrates the experimental results of solving the problem using Genetic algorithms. The 

scheduling results still violate the hard constraints. 

 

 
Figure 1. Experimental results of timetable scheduling using Genetic algorithms. 

 

I realize that the timetable scheduling problem is a problem of scheduling, managing, distributing and 

exploiting the use of resources for classes in the school to ensure the smooth operation of classes, satisfying 

certain specified constraints 

One of the basic functions of the operating system is to manage, distribute, exploit and effectively use 

the resources of the computing system. Currently there are many algorithms to solve this problem. Among 

them, the Test and Set[2] algorithm used to distribute a shared resource to n processes satisfies the requirements 

of mutual exclusion and bounded waiting. 
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The Test and Set algorithm can be extended to distribute multiple shared resources to multiple 

processes. This expanded algorithm can be applied in building a timetable program for schools. The idea of 

expanding the Test and Set algorithm is as follows: Each class corresponds to a process, and the simultaneous 

resources required for each class are classrooms, subjects, and teachers. Among these, classroom resources and 

teacher resources are two types that cannot be shared at the same time, these are time-shared resources, which 

are refered as classroom time resources and teacher time resources. And the algorithm's task is to reasonably 

allocate classroom time resources, subjects and teacher time resources for classes in the school. 

 

II. Methodology 
Some basic concepts 

Critical resource: A resource that is simultaneously required by multiple concurrent processes, yet restricted by 

their shared usability. 

Critical section: The critical section is a program segment that uses critical resources. 

 

Critical section problem 

Suppose there are n processes denoted as P0,P1,.. ,Pn-1 cooperating, each process has a critical 

segment. Find a method whereby the processes traverse their critical sections without affecting the operation of 

the entire system. 

In operating system development, there is a software-based solution to the critical section problem. 

However, software-based solutions are not guaranteed to enable the operating system to function on modern 

computer architectures. 

In the next part of the report, I present some solutions to tackle the critical section problem by 

leveraging advancements in hardware technology combined with available software API functions for kernel 

developers and application programmers. All of these solutions are based on the premise of using locks - that is, 

protecting critical sections through the use of locks. As we will see, designing locks as mentioned will be 

absolutely perfect. 

We begin by examining a few simple hardware instructions that are available on many systems and 

find that they can be used effectively in solving the critical section problem. Hardware features make 

programming tasks easier and improve system efficiency. 

The critical section problem can be solved simply in a single-processor environment, if we can prevent 

interrupts from occurring when a shared variable A is being modified. In this way, we can be sure that the 

current sequence of commands will be allowed to execute in an order without precedence. No other command 

can execute barge in, so there is no unexpected changes affecting the shared variable A. 

Many modern computer systems provide special hardware instructions that allow us to examine and 

change the contents of a variable or swap the contents of two variables without interruption. We can use special 

instructions to solve problems in a relatively simple way. 

The Test and Set() function can be defined as shown in figure 2 [2]. 

 

 
Figure 2. The definition of Test and Set() function 

 

The important feature of this function is that it is executed without interruption. If the machine 

supports the Test and Set() function, we can implement mutual exclusion between processes using shared 

resources by declaring a boolean lock variable reflecting the status of resource R. If it is still free, the lock is set 

to False. Otherwise, if R is being used by a process, the lock is set to True. In the beginning, the lock is 

initialized to FALSE (the R resource has not been used by any process). The program structure for process Pi is 

shown in Figure 3. 

 

 
Figure 3. Mutual exclusion implementation with the Test and Set() function 
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In Figure 4 below, another algorithm using the function Test and Set()[2] is introduced, which meets 

all the requirements for solving the critical segment problem. Common data structures are boolean waiting[n]; 

boolean lock; 

The waiting[n] and lock data structures are initialized to false. The array waiting[i]= false for all i (i = 

1  n) means there is no process waiting to use resource R (no need to use R), and as mentioned, lock = false 

implies that R is currently free. 

 

 
Figure 4. Resolving mutual exclusion and bounded waiting with the Test and Set() function 

 

Specifically, prove that the mutual exclusivity requirement is met as follows: process Pi can enter its 

critical section only if either waiting[i] == false or key == false. The key's value can become false only when 

the Test and Set() function is executed. The first process executes the Test and Set() function and finds that key 

== false, it uses the resource; all other processes must wait. The value waiting[i] becomes false only when 

another process i exits its critical section; only one variable waiting[i] is set to false, and the mutual exclusion 

requirement is maintained. 

This algorithm has proved that the resource requirements of the processes are met; the arguments 

presented for mutual exclusion also apply here, since a process i exits the critical section, set lock to false or 

waiting[j] to false. Both allow a waiting process to enter its critical section to continue. 

And the proof that the bounded waiting requirement is met is as follows: when a process exits its 

critical section, it traverses the waiting array in circular order (i + 1, i + 2, .. ., n − 1, 0, ..., i − 1). It assigns the 

first process in this order to enter the critical section (waiting[j] == true becomes waiting[j] = false), thereby 

allowing the next process (process j) to enter the critical section. Any process waiting to enter its critical section 

will do so within n - 1 turns. 

 

III. Principles Of My Proposal 
Extend the Test and Set algorithm 

In practice, I observe many parallel processes that need to share various different types of resources. I 

propose an extended Test and Set algorithm for n processes, sharing m resources that satisfies the requirements 

of mutual exclusion and bounded waiting. Specifically, the extended algorithm is as follows: There are n 

parallel processes P1, P2,..., Pn , with many different resources, the service capacity of each resource is 1. When 

processes request resources, they will be allocated available resources sequentially. If a resource has been used 

and there is still a process requesting it, that resource becomes a critical resource. 

- The algorithm performs scheduling through the critical section is as follows: 

Use a target array, m Boolean elements, each element reflects the state of a resource Rj (j = 1  m). 

When R[j] = true is resource Rj in use, and when R[j] = false, resource Rj is currently free. 

- Use a waiting array consisting of (n x m) Boolean elements, each element reflects the state of a process 

that needs to use a certain resource. When process Pi (i = 1  n) needs to use Rj, waiting[i,j] = true, and when Pi 

is using Rj or does not need to use Rj (Pi does not have to wait to use Rj) then waiting[i,j] = false. 

- Variable n indicates the number of processes, i is the process index. 

- Variable m indicates the number of resource types, j is the resource index. 

boolean Waiting[255][255]; 
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boolean R[255]; 

unsigned int i, j, k, n, m; 

boolean TS(boolean *target); /*Pi calls TS(&R[j]) when Pi wants to use resource Rj */ 

{ 

CPU interrupts are prohibited; 

Boolean rv = *target; 

*target = true; 

Return rv; 

CPU interrupts are accepted; 

} 

void main() 

{ cout <<  “Enter the process number n =  “; cin >> n ; 

cout << “Enter the resource number m = “; cin >> m; 

for (j = 1; j <= m; j++) 

R[j] = false;    //All resources are assigned a free state 

for (i = 1; i <= n; i++) 

for (j = 1; j <= m; j++) 

Waiting[i,j] = false;  /* All processes Pi are not waiting for resources of 

type Ri*/ 

for (i = 1; i <= n; i++) 

{     j = 1; 

do 

{   do 

{ 

Waiting [i,j] = true; // Pi is in need of using Rj 

While (waiting[i,j] && TS(&R[j])) ;  /* Pi continues to check Rj 

when Pi is waiting for Rj and Rj is still in use by another process*/ 

Waiting[i,j]=false;  // Pi is used Rj – Pi in the critical section 

k := (i mod n) +1;   /* Consider putting process Pk adjacent to Pi into 

                                                                           use Rj*/ 

While ((k <> i) && (!waiting[k,j])) 

k = (k mod n) +1; /* Consider the next process if Pk does not need to      

    use resource Rj */ 

if  (i == k) 

R[j] = false; /* There are no more processes that need to use resource 

Rj*/ 

else 

waiting[k,j] = false;  /* Process Pk enters the critical section, Pg with 

g ≠ k continue to do other work*/ 

while (R[j] == false);  // The loop stops when resource Rj is in a free state 

j = (j mod m) +1; 

while (j > m); 

} 

} 

The primitive Test and Set algorithm presented in section 2.3  applies to n processes, sharing a 

common resource that satisfies the requirements of mutual exclusion and bounded waiting. 

I find that this algorithm can be extended to n processes, sharing m resources, also satisfying the 

requirements of mutual exclusion and bounded waiting. This expansion can be applied to the development of a 

credit timetabling program for schools. 

The idea of expanding the Test and Set algorithm to apply to build a timetable program is as follows: 

Each class corresponds to a process, the resources needed for each class are classroom time and time of teacher 

(each time slice is a class period). And the algorithm's task is to reasonably distribute classroom time resources, 

and teacher time resources corresponding to the number of lessons of the subject for classes in the school. 

 

The problem of timetable scheduling for the credit-based education system 

* Characteristics of the scheduling problem 

- Resources: these are the input data sources of the problem. These resources may or may not be recoverable. 

- Task: evaluated through performance standards such as execution time, cost, resource consumption. 

- Constraints: these are conditions that need to be satisfied for the problem to have the best solution 
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- Objective: evaluate the optimality of the solution schedule of the problem. When the objectives are satisfied, 

the constraints must also be satisfied 

 

* Introduce the problem 

The problem of arranging school schedules in general and arranging school schedules in schools 

according to the credit-based education system is a difficult problem. The complexity of the problem lies not 

only in finding a timetable for classes that meets time constraints, professional constraints, and regulations of 

the Ministry of Education and the school, but also in a more difficult problem of finding a good timetable 

suitable for all teachers. It must satisfy conditions, time requirements, limit the number of empty periods in a 

day, and the number of teaching days for teachers per week on the timetable. 

So the problem of arranging a timetable for a school following the credit system is to arrange the class 

schedule in a way that is both appropriate and most convenient. 

 

* Data of the problem 

▪ List of courses 

▪ List of classes, subjects and number of periods included in the semester 

▪ List of lecturers/teachers 

▪ Roster of lecturers/teachers teaching in classes (roster of expertise of faculties) 

▪ Table of teachers' constraint requirements to the timetable. 

▪ The requirements table constraint the subjects to the timetable. 

The problem of building a timetable needs to satisfy the following hard and soft constraints: 

 

* Hard constraints: 

H1. It is not allowed to have 2 or more classes sharing the same classroom during the same class time (period) 

or session. 

H2. In one hour (period) of a class, only one subject is scheduled, no more than 2 subjects are allowed. 

H3. At the same class hour (period), a lecturer/teacher cannot teach simultaneously in 2 or more rooms. 

H4. A lecturer/teacher cannot teach at a predetermined period of unavailability (long sick leave/maternity leave, 

the break time between 2 teaching shifts does not accommodate shifting shifts due to 2 lecture halls being too 

far apart…). 

H5. A lecturer/teacher does not teach more than 30 periods per week. 

H6. A class can only last consecutively for a maximum of the number of periods in a class session, that is in the 

morning (from period 1 to period 6) or in the afternoon (from period 7 to period 12) or in the evening (from 

period 1 to period 6). Lesson 13 to Lesson 16). 

H7. A class must not be placed in a certain time slot (time-slot) where students cannot study. 

H8. A class can only be placed in a classroom when the room's capacity is greater than or equal to the class size. 

 

* Soft constraints: 

S1. A class's schedule should minimize the number of days that include both morning and afternoon classes. 

S2. Class schedules should not have empty hours (periods) between two subjects 

S3. The study hours (periods) of a subject for a class in a session should be arranged consecutively 

S4. The sessions, hours (periods) of a subject for a class should be evenly distributed throughout the week (The 

number of consecutive periods of a subject in a class session should not exceed the prescribed number of classes 

in a cluster of lesson periods). 

S5. All periods of a particular subject for a class must be taught by the same lecturer/teacher. 

S6. Do not schedule a teacher to teach the last period in the morning and immediately follow it with a period at 

the beginning of the afternoon, nor schedule a teacher to teach the first period class in the morning and 

immediately follow it with a class at the end of the morning 

S7. All lecturers/teachers should have the same number of teaching hours. 

S8. The timetable should be arranged so that the lecturer/teacher's teaching schedule minimizes the number of 

sessions per week and per semester. 

S9. Study time for some subjects should be placed in reasonable study hours (periods) (difficult subjects should 

not be placed in the last period, physical education subjects should be placed in the first period of the morning 

or the last period of the afternoon and It's best to schedule a separate session). 

S10. Subjects in the same session of a class should be taught in the same room, and a class should be taught in a 

fixed classroom. 

S11. Classroom utilization efficiency should be the highest (avoid leaving empty classrooms causing waste). 
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Apply the extended Test and Set algorithm to apply to build a timetable program. 

The idea of extending the Test and Set algorithm for application in building a timetable program is as 

follows: Each class corresponds to a process, and the resources required for each class are classroom time 

(classroom hours) and teacher time (teacher hours) (each time slot represents one class period). The algorithm's 

task is to distribute the classroom time resources and teacher time resources corresponding to the number of 

class periods for each class in the school. 

The characteristic of classes in the credit-based education system is: Each subject for a major forms an 

independent class, with a separate class code, called an independent class code 

- Each independent class will occupy the classroom for a certain number of class hours/class periods (a certain 

number of slices of classroom time) during the week, and the number of weeks the independent class occupies 

the time slots is calculated as follows: 

sotuan = sotietLT/number_of_study_hours_in_the_week 

or sotuan = sotietTH/number_of_study_hours_in_the_week 

- Each independent class is essentially a subject for a prioritized class, assigned to a specific instructor. This 

means that each independent class will occupy that instructor a number of class hours/class periods (slices of 

teacher time) per week, and the number of weeks occupying the teacher's hours coincides with the time that the 

classroom is already occupied. 

- When the course ends, the independent class completes its study period (the number of weeks allocated to the 

class), and the classroom and lecturer occupied by the independent class during that class/period (room hour 

resources and teacher hour resources) are simultaneously released. And the room hour resources and teacher 

hour resources that have just been freed up can be allocated to other independent classes waiting for classroom 

and lecturer availability. 

 

* Apply the extended Test and Set algorithm as follows: 

The extended Test and Set algorithm applies n processes P1, P2,..., Pn concurrently, with m different 

resources, each resource's service capacity being 1, wherein: 

- n independent classes with parallel learning activities corresponding to n processes, each independent class 

will be assigned a classroom based on the available classroom corresponding to the required time slice of the 

independent class. 

- Initially, classroom resources are freely available for all classrooms and time slots. Each independent class 

will sequentially be assigned one classroom corresponding to the class's scheduled time, meaning multiple 

independent classes will share the same classroom at different time slices (class periods), which have not yet 

been specifically allocated to any particular independent class. If there are insufficient classrooms, one or more 

independent classes may temporarily wait to be scheduled in subsequent learning period. 

- In the second step, based on the specialization assignment table, allocate teacher hours to independent classes 

(which also means allocating classroom hours to independent classes taught by the teacher). When independent 

classes request classroom hour resources, these will be allocated sequentially to the remaining available 

classroom hours. If all available classroom hours are exhausted and there are still independent classes 

requesting, classroom time becomes a constrained resource, and independent classes must wait until classroom 

time resources are freed up. 

The Test and Set algorithm is applied to develop software for scheduling independent credit-based 

classes as follows: 

The Test and Set function is defined as follows: 

bool Test and Set(ref bool test_room, ref bool test_lecture) 

{ 

bool _arranged = true; 

if ((test_room == false) && 

(test_lecture == false)) 

{ điêù đình 

_arranged = false ; 

} 

else 

{ 

test_room = true;  test_lecture = true; 

} 

return _arranged; 

} 

The algorithm for scheduling classes for n independent classes uses a number of data structures as follows: 
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- independent_class independent class array with n elements, each element includes the following basic 

information: 

+ bool _scheduled: indicates whether the independent class has been scheduled or not. 

+ string room_name: indicates the name of the classroom. 

+ string teacher_code: indicates teacher code 

+ … some information is data to produce a schedule file. 

- An array teacher_list, showing information about teachers in the school, an array of k elements with index 

t_index (t_index = 0  (k – 1)), including the following basic information: 

+ string teacher_code: indicates teacher code 

+ bool class_period[]: The class_period array consists of m elements, each element reflects the status of a class 

hour (class period) that the teacher has been scheduled or not.. 

+ … some information is data to produce a schedule file. 

- A classroom_list array, providing information about classrooms, the array consists of z elements, each element 

has an index r_index (r_index = 0 ÷ (z – 1)), including the following basic information: 

+ string room_name: indicates the name of the classroom (location where the independent class will study).` 

+ bool class_period[]: class_period array consists of m elements, each element reflects the status of an class 

hour (class period) that the classroom has been scheduled or not. 

+ … some information is data to produce a schedule file. 

Specifically, the algorithm is as follows: 

Step 1. Initialize the state of every classroom and the state of every teacher at every time slice as free, the status 

of all independent classes is unsorted 

Step 2. Schedule classes for independent classes according to the available classroom with the corresponding 

time slot that the independent class will study: 

for (int i = 0; i < independent_class.Length; i++) 

{ 

if independent_class[i]._scheduled == true) 

continue;              // Consider the next independent class (i = i + 1) 

uint r_index = 0, t_index = 0; j = 0; 

uint remaining_periods = Week_number_periods; 

if (_global._TKB_independent_class[i]._scheduled == false) 

{ 

//Find a satisfying independent class 

if  independent_class[i].teacher_code = teacher_list[t_index].teacher_code 

{ 

independent_class[i].room_name = Classroom_list[r_index].room_name 

for (j = 0; j < 112; j++) 

{ 

if (Test and Set(ref Classroom_list[r_index].class_period[j], ref teacher_list[t_index].class_period[j])) 

continue;  //Continue to consider class_period[j+1] 

else 

{ 

independent_class[i] is allocated resources from Classroom_list[r_index].class_period[j] and teacher's hour 

from teacher_list[t_index].class_period[j] 

//The r_index classroom has been scheduled for class_period[j] 

//Teacher has been scheduled to class_period[j] 

} 

If the independent class has been scheduled for the full number of class periods per week, then 

independent_class._scheduled = true and proceed to schedule the next independent class. 

} 

} 

} 

}     

The scheduling algorithm in Step 2 utilizes the Test and Set() function, indicating that independent 

class i is assigned the lecturer's hour and classroom hour j only if both the classroom hour j of classroom 

r_index and the lecturer hour j of lecturer t_index are not scheduled yet 

Both (Classroom_list[r_index].class_period[j] and teacher_list[t_index].class_period[j]) are false. 

Therefore, if teacher t_index has already been scheduled to teach class period j, then this period j of the teacher 

cannot be rescheduled for any other independent class, or if classroom r_index has already been scheduled for 

class period j, then this period of the classroom cannot be scheduled for any other independent class. This is the 
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crucial point of the algorithm to help avoid violating the fundamental hard constraints H1, H2, H3 in the section 

of hard constraints in section 3.2. This is the difference in the scheduling problem using a variant of the Test 

and Set() algorithm compared to other algorithms mentioned above, which, as we know, still violate the hard 

constraints.. 

 

IV. Experimental Results 
a. Introducing input data 

- File DM_Phong.xlsx: provides information about the current classrooms available at the school (manually 

created). The file contains a list of 56 classrooms. 

- File DM_LopUT.xlsx: provides information about the priority classes in the school (manually created). The 

file contains a list of 99 priority classes. 

- File DM_mon.xlsx: provides information about the subjects in the semester (manually created). The file 

contains a list of 59 subjects for 99 classes in the semester, each subject with a different duration (ranging 

from 2 to 6 credits depending on the subject). 

- File DS_GV.xlsx: provides information about the teachers participating in teaching during the semester 

(manually created). The file contains a list of 225 teachers involved in teaching during the semester. 

- File Phan_cong_CM_SDEC.xlsx: provides information about the results of subject specialization assignments 

for each teacher per semester (manually created). This file consists of 590 records aggregated from the results 

of subject specialization assignments by specialized units within the school, corresponding to 590 

independent classes. This file shows that each priority class has a different number of teaching periods per 

week, with a maximum of 30 teaching periods per week. 

 

b. Introducing output data 

After implementing the algorithm and running the program, we obtain 2 files: 

- File DM_LopUT_PhHoc.xlsx: Is the result of the classroom assignment step for each priority class. This is an 

intermediate result to prepare for the timetable scheduling step. This file is generated by the program from 

two files: DM_Phong.xlsx and DM_LopUT.xlsx 

- File TKB_HK4_2016-11-30_22h30_750rows: Is the result of scheduling classes for each independent class 

in the semester. The output result is displayed in the file comprising 750 records, corresponding to 750 class 

sessions for all independent classes in the school. 

I have verified the output result by filtering information for each teacher, each classroom on each 

school day to ensure there are no overlapping conflicts regarding time and location, no empty periods between 

two subjects for the same priority class. This means that the scheduling result does not violate the fundamental 

hard constraints as mentioned above and some soft constraints. Figure 5 below is an image reflecting the output 

result: an image of data filtering from the output file is the timetable scheduling result to check the allocation of 

classroom resources for independent classes. The result shows no conflicts in classroom resource allocation, 

ensuring maximum efficiency of classroom resources, no empty periods between scheduled classes, and no 

conflicts in teacher resource allocation. Therefore, the applied algorithm did not violate the aforementioned hard 

constraints. 

 

 
Figure 5. The output data is the arranged timetable. 

 

V. Conclusions 
Expanding and applying the Test and Set() algorithm to timetable scheduling has indeed not violated 

the crucial hard constraints, namely constraints H1, H2, H3 in the section of hard constraints in section 3.2. 

above, as the algorithm has been demonstrated to satisfy the requirements of mutual exclusion and bounded 

waiting. Meanwhile, algorithms in the field of artificial intelligence still violate hard constraints when solving 

scheduling problems with the timetable scheduling problem solved as above, the other hard constraints have not 
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been considered, fulfilling the remaining hard constraints as well as soft constraints entirely becomes feasible 

by adding conditions to the timetable scheduling program according to the extended Test and Set algorithm 

I perceive that this algorithm can entirely be used to build and develop software applications to solve 

scheduling problems in general, especially timetable scheduling problems in schools or educational institutions 

in particular. 
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